HIGH SCHOOL STUDENTS` COMMON ERRORS IN PROGRAMMING
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Abstract:
Identifying and classifying the commonness of errors made by novices learning to write computer programs has long been of interest to both: researchers and educators. Teachers understand the nature of these errors and how students act to correct them, hence more efficient teaching can be performed. Some errors are more frequent than others.

In this paper, we examine the most common errors in novice programming of first-year gifted mathematicians in Mathematical Grammar School. Regardless of extensive coverage of these types of errors during the lectures and in learning material, we have noticed that these still persevere when students write programs. Our findings imply that students who usually make all common mistakes have lower marks, but excellent students also make logical errors in conditions for loops. Therefore, we advise more practice in logical thinking with novice programmers and an introduction to formal semantics.
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INTRODUCTION

In today’s world, computer science education has an important part of the STEM curriculum. Students who are early exposed to STEM content commonly extend their interest in STEM subjects through elementary and high school up to the faculty level [1] [2]. Computer science education provides an abundance of new learning concepts and opportunities crosswise domains. Computational thinking in education prepares today’s school-aged students to live and work in an entirely digitized world [3].

Learning programming is sometimes very difficult for first-year high school students. Therefore, students produce significant errors in their code when they confront difficulties in learning programming [4] [5]. Analysis of frequent student errors is necessary for computer science professors to understand students’ problems in learning programming. Accordingly, a computer science professor needs to obtain expertise in the subject matter and pedagogical knowledge of teaching the subject’s content.
Due to the global COVID-19 pandemic, in the last two years, education has been implemented mainly in the home environment. Face-to-face teaching in schools was substituted with teaching online, using online platforms as new virtual classrooms. This pandemic brought remarkable disruption to education, as well as to High School Education, locally and all over the world [6] [7] [8] [9] [10] [11].

In this paper, the data collected during an introductory C# programming course in the first year was used to identify which errors are often made by Mathematical Grammar School scholars in two generations. One generation attended classes before the COVID-19 pandemic and the second generation attended classes during the COVID-19 pandemic. We have considered all different kinds of errors that were conducted to an incorrect solution. Further, we investigated connections between scholars’ error-related behaviors and their achievements in C# introductory programming course.

Our work is innovative in several criteria. First, the population for the course is first-year Mathematical Grammar School gifted mathematicians scholars. Second, there was an inconsistency between the errors identified in papers by the researchers and those errors experienced by the high school scholars.

The paper is organized as follows: The next section gives an overview of related work. Common programming errors with methodology and results are shown in Section 3. The last section concludes the paper.

2. RELATED WORK

Ko and Myers in [12] gave the categorizations of programming errors linking the causes of errors. Identifying and helping to correct Java programming errors for Introductory Computer Science students using the education tool, Expresso, made for Java programming, is presented in [13]. This interactive tool generates error messages and additionally provides instructions on how to fix the code. The main purpose is to be used all along the beginning process of learning programming and for students to become more skilled with Java and gain a better comprehension of the essential programming concepts.

In 2005, [14] presents an integrated semantic and syntax error pre-processing system to benefit new programmers unravel the otherwise cryptic compiler error messages for them to concentrate more on design issues than implementation issues used in the United States Military Academy taken for an introductory programming course. In [15], the authors investigated the types of errors most frequently accomplished by students practicing writing short fragments of Java code using the Code-Write practice tool. Further, it was examined how long students spent resolving the most common syntax errors and discovered that certain types of errors are not solved any more quickly by the higher ability students. Furthermore, it was noticed that these errors waste a large amount of student time, advancing that targeted teaching interference may yield a significant outcome in terms of increasing student productivity.

The diagnostic message frequencies in [5] show a relatively high occurrence of “cannot find symbol”, “;” expected”, “)’ expected” and “illegal start of expression” diagnostics. The results are similar to the study [14].

One recent study [4] implemented a data-driven approach to identify Chinese high school students’ common errors in a Java-based introductory programming course using the data that was collected in an automated assessment tool “Mulberry”. Students’ error related behaviours were further analyzed, and their relationships to success in introductory programming were explored. The study suggests that students’ competence in improving code is important to their accomplishment in introductory programming.

Ettes, Luxton-Reilly and Denny analysed 15000 code fragments [16], created by novice programming students that contain logic errors. They classify the errors as algorithmic errors, misinterpretations of the problem, and fundamental misconceptions. Additionally, they identified that misunderstandings is the most frequent source of logic errors and leads to the most complicated errors for students to fix.

In [17] proposed, a method for the categorization of frequent errors in solution codes. The authors used paired source codes (incorrect - accepted) for these experiments. The longest common subsequence (LCS) algorithm is influenced to find the differences between wrong and accepted codes.

Due to the COVID-19 pandemic, many studies confirm the learning loss caused by schools closures and online learning [6] [7] [10] [18] [19] [20]. Besides this confirmation, studies also propose solutions to make up for the missed knowledge: consolidation of the curriculum, extending instructional time or improving the competencies of learning by supporting teachers to apply structured pedagogy and targeted instruction.
3. METHODOLOGY AND RESULTS

In this section, we describe the design of our study aimed to identify which errors are often made by first-year Mathematical Grammar School students compared with two generations, pre- and in- COVID-19 pandemic. At the end of this section, we focus on the obtained results and observations.

3.1. CONTEXT

We analyse the data that was collected during a first-year programming course for gifted mathematicians in Mathematical Grammar School “Jovan Jovanović Zmaj”, Novi Sad, Serbia. The introductory C# programming classes were held five school hours per week. The major topics examined in this course are program structure, input/output, variables and operators, conditionals, and loops.

Two separate collections were performed. One started before the COVID-19 pandemic in the school year 2019/2020 and another entire during the pandemic in 2020/2021. The first group had 17 students, and the second had 19 students. Some students finished seventh and eighth grade in the Mathematical Grammar School. So, they had prior knowledge of programming.

Both sets of data collection are collected from students’ written exams. Thus, students solved their tasks by writing on the paper without possibility to compile the program. Thus, students did not have the help of the compiler to warn them about mistakes, as is usually done in other studies [5] [12] [13] [15] [21]. Moreover, all solutions were inspected manually.

We analyzed the solutions obtained from the first three written exams.

3.2. CATEGORIES OF PROGRAMMING ERRORS

Our review of the literature demonstrated that researchers used a diversity of methods to identify common errors. Commonly accepted categorizations of errors are lexical, syntactic, semantic, and logic errors. Besides, these errors can be either static (compile-time) or dynamic (run-time) in nature. Nevertheless, the types of errors highly depend on the exercise [13].

Logical errors are the hardest of all error types to detect. Occasionally, referred to as semantic errors, there are situations where the programmer’s code compiles successfully and executes but does not generate the proposed output for all possible inputs [16].

3.3. LIST OF COMMON HIGH STUDENT ERRORS

The following errors were identified in our research made by both groups of students:

- The comparison operator (==) vs the assignment operator (=);
- Unbalanced:
  - parentheses (‘(’, ‘)’);
  - square brackets (‘[’, ‘]’),
  - curly brackets (‘{’, ‘}’); and
  - quotation marks;
- Inserting a semi-colon after the parentheses defining if, for, foreach, or while conditions;
- Separating the for loops with commas (’,’) instead of semi-colons (’;’);
- The equal sign in front of:
  - the greater-than sign (or) (‘=>’) for a greater than or equal; and
  - the (or less than or equal) (‘=<’), instead of following them.
- Improper casting, i.e. missing of the cast; and
- Logical errors in loop conditions.

Also, we have noticed that students who write their code neat mostly do not have unbalanced errors. Another common error (up to 10%) was in conditions in the if-else statement are wrong due to the substitution of the comparison operator with the assignment operator. More, inserting a semi-colon before if, for, foreach, or while the block was common among 10% of students.

Surprisingly, the most common mistakes were logical errors in loop conditions with 30% of students’ exams in first evaluations, notwithstanding the pervasive coverage of these types of errors during the lectures.

No significant difference was noticed between students’ error making and obtained marks between face-to-face lecturers and online, unlike the reports given in [18] [19] which observed that in core subjects, like math and reading, there are alarming signs that in some grades students might be falling even further behind pre-pandemic expectations. Also, the average learning loss graded by the length of the school closure during the pandemic was presented in [20]. We could consider the main reasons for having the same students’ accomplishments before and during the pandemic. Teaching was conducted without interruption online as face-to-face, with the same hours; and the groups are rather small, up to 19 students.
3.4. STUDENT ERRORS AND MARKS IN THE COURSE

Introductory programming is usually difficult for high school students. However, our students are gifted and have academic performance in math and science as one of the most important predictors of their achievement in introductory programming courses [4]. Although the observed groups of students have passed an additional exam for entering the course for gifted mathematicians, some students in high school discontinued their excellent mastering of subjects. Consequently, students with many errors in their exams had pure marks.

On the other hand, it is noticed that up to 20% of students with very good and excellent marks make logical errors in loop conditions. Hence, logical thinking should be more practiced during the lessons.

4. CONCLUSION AND FUTURE WORK

This paper has analysed high school students’ solutions to programming exercises in an introductory C# course. We have identified the most common errors high school students made and given their categorization.

We can agree with [22], that the deficiencies in students’ strategic knowledge are one of the main reasons programming is a challenge for students.

Students in the second group were followed in their second year, and only students with pure marks still made logical errors in loop conditions. Given the current state of affairs, our recommendation for expanding programming tuition would be to introduce a theoretical introduction to formal semantics. Students would thus become acquainted with the theoretical features of languages, which would help them realize the important features at the level of syntax and its connection to the resulting semantics and thus avoid several mistakes in writing programs [23][24].

For future work, we could additionally consider code and “algorithmic” smells to instruct students not only to write correct but also adequate and proper programs. The result of our research is significant for teachers and researchers wishing to advance programming pedagogy.
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